This brief conference report summarizes the first full-scale exposure of a conservative, FORTRAN addicted, programmer-physicist to the all-promising perspectives of object-oriented methods.

The main topics at the conference were:
- O-O programming languages
- O-O software engineering, analysis and design
- O-O software engineering Toolkits
- O-O data bases
- User experiences with any of the above
there were also minor points of interest
- expert systems
- simulation

The first two days were devoted to parallel tutorials of 4 hours each, presented by recognized experts. The last two days were organized in a more traditional way with a few general invited lectures and four parallel sessions, grouped by subject of interest. A commercial exhibition was organized next door to the conference.

The conference was professionally organized (it is quite expensive as well), with TV indication of the talks being presented in each individual room and full respect of the timing, requisite features to be able to zap between parallel sessions. The proceedings of the talks and of the tutorials were available in advance and I have been aware of only one minor change in the schedule.

A slightly disturbing feature, unusual when you are used to scientific conferences, was the intimate mixture of
- academic presentations (pure research or a nice little, partly debugged, tool to give away)
- presentations about internal research results of big firms (products exist but are for internal use only)
- more or less subtle sales talks (in addition to the "Vendor Session" ones), some to sell development tools and some to sell courses about a proprietary method of analysis and design

The general talks and the tutorials (I heard about one exception) were very well presented. The conference talks were quite varied in interest and presentation. The allocation of talks to the various parallel sessions was sometimes misleading and it was hard to make a choice from the title alone without reading the full proceedings.

I will not attempt to summarize the talks I have been attending. The full conference program is appended to this note and the proceedings + some tutorials are available for consultation.

Given my previous almost complete ignorance about O-O programming and Software Engineering I have certainly made many mistakes in my interpretations. Nevertheless I will present in the following a few, hopefully provocative, remarks from a point of view where we would be heavily using those techniques at CERN.
What I believe I have learned (may be not understood)

Programming Languages

Ordered by frequency of quotation at this conference (may not be entirely representative):
- C++, by far the most used for serious stuff
- ADA, claiming very loud to be sort of and O-O language.
- Eiffel, the best one of course, since the conference was organized by its main proponent
- SMALLTALK, new compilers are told to produce "efficient code"
- Objective C
- SIMULA, the elder (1967), still alive and kicking around the polar circle and in ex-socialist countries
  - a few more... there is an Objective FORTRAN for the NeXT, I even heard the name "Objective Basic"

Eiffel is claimed to be well adapted for both the design stage and the programming. It is undergoing a revision to implement concurrency at the language level.

True O-O extensions are being discussed for the next revision of ADA.

Reusability is one of the apparent advantages of O-O programming. It is true that, due to encapsulation, libraries of objects will likely be more reusable than the old "subroutine libraries" that we were used to. However, to a naive spectator, it appears that:
- the principal domains of O-O programming, graphics and user interface, have a much less general scope and are much more hardware or system dependant than computational libraries.
- objects declarations are used at compilation time, so that it is not a priori possible to use an object library made for a language in a program written in another language. Meanwhile, on the contrary, the run-time compatibility between routines written in different "classical" languages is slowly becoming a reality.
- any change in object definition may lead to the recompilation of a lot of code.
- if we pick-up a few objects from many libraries we should be faced with a lot of useless declarations, again with predictable effect on compiling time.
- we will soon be faced with the problems of how to pick-up objects "from the shelf". There are already, public domain or commercial, several libraries of a few hundred objects. I haven't heard of a scheme to classify objects for easier retrieval, but I several times heard the name "Object Librarian" and that was the name of a new profession, not a clever program

Software engineering Methods and Toolkits

O-O programming and O-O analysis and design complementarity must not be taken for granted. It is not necessary to use an O-O language if an O-O method has been used at the design stage and vice-versa. A+D methods are often more related to ADA than to true O-O languages. The "objects" are anyway not at the same level (in large scale A+D an object can be a whole sub-contracted application). Analysis proceeds naturally along a top-down approach, while object technology is rather bottom-up oriented (specially true if one wants to reuse existing objects).

SE has many churches, some claiming to offer the final solution. There are many fashions depending of the country or continent. There is no reason to believe the situation will stabilize before a few years. Heavyweight players are just coming into the arena now. DEC has products in preparation. IBM has just released to developers the first specifications of AD/Cycle, a very ambitious set of methods and products based on a centralized "Repository" which will cover all the life cycle from analysis to maintenance (availability was first foreseen by outside observers for 1995, but they now believe that the first products will appear at the end of 1991).

General A+D SE methods are geared to very large projects (>50 programmers), typical examples are the US and European Space Shuttle projects. They demand a considerable learning investment (e.g. one week course followed by an extended period of on-site access to a guru). In addition a thorough background knowledge of software engineering concepts (Petri nets, Finite State Machine...) is probably required if one wants to go beyond the religious obedience to the recipes. The benefits may not immediately perceived by the individuals and the method may have to be forced upon them from above.

Small A+D Toolkits, which often go down to the code generation level, are geared at enhancing productivity of individuals or small teams for small projects (e.g. a Macintosh application). They compensate the learning overhead by offering powerful tools of immediate use. I believe that they may represent the least painful way to enter the realm of modern programming.
There is no a priori contradiction between the general methods and light-weight toolkits. There was at least one example demonstrated at the exhibition: STOOD is implementing the HOOD method and goes all the way down to generate ADA code.

Even less ambitious and more accessible modern development environment including Language Sensitive Editors, Source Code Analyzers and symbolic debuggers can already be considered as a step forward. By freeing the programmer of tedious tasks they help him to concentrate more on design. NeXTStep user interface is an example of a productivity enhancing environment.

The best things

A very nice presentation of the NeXTStep user interface (the only talk not in the proceedings!).

The following not only seem to be good products but they also benefited from a good presentation:

- AD method: HOOD, OOSD, Yourdon
- Language: Eiffel
- Toolkit: STOOD (TNI)

Recreation

In addition to buzz words and words which are associated with a meaningful concept, O-O technology and software engineering use a lot of vocabulary. A few examples from the HOOD method:

- ODS "Object Description Skeleton", HCS "HOOD Chapter Skeleton"
- HSER/LSER "Highly/Loosely Synchronous Execution Request", also ASER and TOER

A few nice quotations:

- "Either you believe in it or not" about the HOOD method
- "Badly used the method is an overhead, not a help"
- used as an example of "modern" multi-processor configuration "Let us consider three VAXes."
- "Si le Quoi est un objet, le Comment est une sous-classe"
- "There are a few persons able to handle very large projects, but we have not enough of them, so we must use Software Engineering" by a member of the US Air Force

Disclaimer

This document represents only the views of its author. Other CERN participants at the conference were:

- Doris Burckhart
- Jean-Pol Matheys
- Louis Tremblet

They can be contacted for further information.
Documents brought back

The following documents are available on loan, send mail to JPPVZ@CERNVM or call 5421/5439

Tutorials:
- T1: Introduction to Object-Oriented Technology
- T1A: Case studies in Object-Oriented Analysis
- T1B: New Advances in Object-Oriented Analysis
- TC: Introduction to C++
- TD2: Object-Oriented Database Systems
- TE: Developing Quality Software with Eiffel
- TH: HOOD, Hierarchical O-O Design
- TG: Object-Oriented Structured Design
- TM: Managing Object-Oriented Software Engineering
- TO: Problem Solving in Objective C
- TP: Concurrent Object-Oriented Programming
- TS: SIMULA for the working classes
- TU: Object-Oriented Design for User Interfaces
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A few books recommended by the various speakers

Object-Oriented Software Construction
Bertrand Meyer
Prentice Hall, 1988

Object-Oriented Analysis
Peter Coad and Edward Yourdon
Prentice Hall, 1990

Object-Oriented Systems Analysis, Modeling the World in Data
Sally Shlaer & Stephen J. Mellor
Yourdon Press Computing Series, 1988

Object-Oriented Programming, An evolutionary approach
Brad J Cox,
Addison Wesley, 1986

The C++ Programming Language
Bjarne Stroustrup
Addison Wesley, 1986

C++ Primer
Stanley B Lippman,
Addison-Wesley, 1989

Programming in C++
Dewhurst
xxx

Object-Oriented Programming with SIMULA
Bjorn Kirkerud
Addison-Wesley, 1989

An introduction to SIMULA Programming
R.J. Pooley
Blackwell Scientific Publications
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